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Abstract

Several object-oriented programming (OOP) languages have implemented constructs from the functional
programming (FP) paradigm. We call them multi-paradigm (MP) programming languages. To measure
code quality, the use of metrics is often included. While metrics for a specific paradigm are well-known,
there are few multi-paradigm metrics. Such metrics are only implemented for a specific MP language.
We explore the design of a language-agnostic multi-paradigm code quality assurance framework. This
framework transforms MP languages to a generic model to extract metrics for OOP, FP and MP. We
conclude, by using transformations and analysis, that we can do code quality assurance for every MP
language.
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1. Introduction

Programming languages come in many shapes and sizes. They are categorised by their pro-
gramming paradigm. Every programming paradigm has its purpose, solving a certain problem
with the best solution. A large number of popular general purpose programming languages
have adopted multiple programming paradigms within their language. While using multiple
paradigms can help solve a problem in different ways, on the other hand, it can produce new
combinations that lead to unintended behaviour of the written code. Code quality can be
measured to decrease the possibility for unintended behaviour. Code quality for individual
programming languages can be measured and improved using code quality assurance tools.
These tools try to locate areas of improvement for a source code with e.g. the use of static code
analysis. Quality assurance tools can analyse source code before it is being tested and therefore,
potential problems can be addressed early when it is relatively cheap to fix [1].

With code quality assurance, we use metrics to measure the quality of source code. While there
have been decades of research on paradigm-specific metrics, e.g. object-oriented programming
(OOP) [2, 3] or functional programming (FP) [4], there has been less research into metrics that
capture the mixed use of these programming paradigms. In this paper, we refer to the mixed
use of OOP and FP as multi-paradigm (MP) programming.

Research into MP metrics has focused on detecting fault proneness in software programs [5, 6,
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7]. These research projects identified and validated MP metrics for use in the MP programming
languages C# and Scala. Due to data constraints, the accuracy of the fault proneness detection
was poor. Software projects are built in different ways and implement concepts of paradigms
differently. Therefore, a large data set is crucial for accurate predictions of fault proneness.

We see many similarities in the MP constructs of C# and Scala. Code quality metrics are not
bound by any specific programming language but rather by programming paradigm. Therefore,
we hypothesise that code quality can be measured on a language-agnostic level. We hypothesise
that we can abstract from language-specific syntactical context and extract the concepts and
constructs of these MP programming languages to measure code quality. If our hypothesis is
confirmed, we can use open source project codebases for each MP programming language to
measure code quality in a language-agnostic manner. The number of codebases that can be
measured with our framework increases and therefore, increasing the accuracy of predicting
external quality attributes such as fault proneness.

Besides solving the scarcity of data, performance is an important challenge. The speed and
accuracy of measurements executed by a language-agnostic code quality assurance approach
must be comparable to a language-specific approach. Therefore, this research explores the
design of a performant language-agnostic code quality assurance framework that can assess
the quality of source code for MP languages. If the framework is as performant as a language-
specific approach, we can decrease the time required for developing new code quality assurance
tools for MP languages.

The contribution of this paper is providing a theoretical background and an approach for a
framework with which MP source code can be assessed on its code quality in a language-agnostic
setting.

2. Background

In this section we walk through the context in which the language-agnostic multi-paradigm
code quality assurance framework will be designed.

2.1. Multi-Paradigm Languages

To understand what type of framework should be designed, it is important to clarify the concepts
of MP programming languages.

There is a large number of popular programming languages that are MP. Python, Java,
JavaScript and C# account for more than 50% of share in popularity [8]. Three of these languages
are primarily object-oriented with functional constructs integrated at a later stage. E.g., Java
integrated lambda expressions in Java 8 that allowed for functional constructs like map, filter
and count on collections [9].

OOP is considered a part of imperative programming paradigm. The term was originally
coined by Dr. Alan Kay in 1966 describing an architecture for messaging where objects pass on
messages using procedures (i.e. methods) [10]. It strongly focuses on states and modifiable data.

FP is part of the declarative programming paradigm and originates from Lambda Calculus
[11], a formal system in mathematical logic for expressing computation based on function
abstraction and application using variable binding and substitution [12].



Within MP languages, the data encapsulation and the type system of the OOP paradigm are
often used. There are improvements to make the language more suitable to adopting the FP
paradigm by the addition of (anonymous) function types.

2.1.1.

2.1.2.

Object-Oriented concepts

Encapsulation: data and the methods that operate on that data are encapsulated within
the context of OOP with classes. It is used to protect the private information of that class
and only expose functionality that is made public [13].

Inheritance: a class within OOP can inherit (much of) the functionality from another class.
This hierarchy can exist on multiple levels where a class has one or more children or
parents [13].

Polymorphism: it loosely translates to 'different forms’ from Latin. In OOP, it means that
one class at the root of the hierarchy lays the blueprint for a set of classes with similar
behaviour [13]. E.g., the Bus class and Car class both inherit from vVehicle and this root
class can contain the drive () method which applies to both Bus and Car.

Functional concepts

Functions as First-Class citizens: functions are seen as first-class citizens which means that
they can be used as variables within the source code. Functions can be used as parameters,
passed as return values or stored in a data structure. In FP, the whole program is a function
that can contain other functions to make the program more modular but it outputs a
result in the end [12].

Lambda functions: lambda functions are functions that are based on Lambda Calculus
[11]. Closures within FP are related to Lambda Calculus since lambda functions take
some input, perform some mathematical computation and output a value [14]. Within
FP, there are several types of functions that can be used solve problems with an optimal
solution:

— Anonymous functions: an anonymous function is a function without a name. There-
fore, it cannot be referenced from another part of the code. It is a way to write
a concise solution for a problem that is often only required in one part of your
program.

— Higher-order functions: as we have learnt, functions are first-class citizens within FP.
With this feature, we can create functions that take as arguments one or more other
functions. This type of function is called a higher-order function. The benefit of this
type of function is that its behaviour can change depending on its arguments [6].

— Nested functions: nested functions are a common tool for dividing a function into
readable chunks and increase reusability of source code. Functions are first-class
citizens, which allows them to be created within the scope of another function to
only be referenced within that scope.

Referential transparency: functions are expressions that always output the same value
when the same input values are provided. Therefore, when you refer back to an expression



in a later part of the program, you can be sure that the value of the expression has not
changed. You could change the expression with its value or vice versa and it would not
affect the behaviour of the program [12]. This removes any occurrence of side effects
[15].

« Recursion: looping over collections in FP is performed via recursion instead of sequencing.
In recursive functions, the data state is explicitly passed through via argument(s) of the
function until the base case is reached. Thereafter, this state is passed as output to the
function caller until the start of the recursive operation is reached, thereby completing
the chain [16]. Recursion is used for well-known operations on collections such as map,
reduce and filter.

o Lazy evaluation: non-strict semantics or lazy evaluation, often also called call by need has
a key feature that it only evaluates arguments in functions once. Lazy evaluation allows
the developer to be more expressive and relieves them from concerns about evaluation
order. It is also used for dealing with data structures that have an unbounded size [16].

« Pattern matching: it is a form of syntactic sugar within the FP paradigm that allows a
developer to write multiple equations within a function. In this type of function, only
one of the equations is applicable in a given situation [16].

« Currying: currying can be done by splitting a function that takes multiple arguments into
separate functions with one argument. With a FP function as first-class citizen, functions
can be returned as results in another function. Therefore, function calls can be chained.
The transformation of creating single argument functions from a multi-argument function
is therefore called currying [17], named after the mathematician Haskell Curry.

2.2. Code Quality

Source code comes in many forms, it can be categorised into one or more paradigms, and it is
most often written by humans. Poor source code can have catastrophic effects [18]. Therefore,
it is important to measure the quality of code and fix poor quality code. Code quality describes
the state of a code as being good (high quality) or bad (low quality). ISO and IEC have created
the ISO/IEC 25010:2011 standard [19] which improves upon the ISO/IEC 9126:1991 standard
[20]. The improved standard contains the product quality model that measures code quality
with 8 characteristics:

+ functional suitability

« performance efficiency
« usability

« reliability

« maintainability

« portability

« compatibility

« security

The standard provides consistency for measuring and evaluating software product quality.
The 8 characteristics contain sub-characteristics to provide more context to the characteristic.



The Software Improvement Group has used definitions from the standard to create the Maintain-
ability Model [21]. This model measures the maintainability characteristic in a language-agnostic
manner.

2.3. Source Code Metrics

In Section 2.2 we explained the characteristics of code quality. To measure source code, we can
use metrics. Every programming paradigm has specific metrics tailored to their concepts. For
OOP, a well-known set of metrics was formally defined by Chidamber and Kemerer [22]. These
are:

+ Weighted Method per Class (WMC)

« Number of Ancestor Classes (NAC) [23]

« Number of Descendent Classes (NDC) [23]
+ Coupling Between Objects (CBO)

« Response For a Class (RFC)

« Lack of Cohesion in Methods (LCOM)

In a later mapping study by Nufiez-Varela et al. [24], these metrics were found used by the
larger portion of papers. Other frequently used metrics from this study that were paradigm
agnostic are:

« Source Lines of Code (SLOC)
« Comment Density (CD)
« McCabe’s Cyclomatic Complexity (CC) [25]

There is less research into FP metrics. A study Ryder & Thompson [4] has defined a collection
of metrics for measuring Haskell source code. The metrics discussed in this paper have been
adopted from OOP metrics with additional metrics for a strong type-system, higher-order and
polynomial functions. These metrics include:

« Pattern Size (PSIZ)

« Number of Pattern Variables (NPVS)

« Strongly Connected Component Size (SCCS)
« Pathcount of a Function (PATH)

With our definition of MP languages, we also have to include metrics for the combination of
OOP with FP. A study by Zuilhof [6] defined several metrics:

« Number Of Lambda Functions Used In A Class (LC)

« Source Lines of Lambda (SLOL)

« Lambda Score (LSc)

« Number of Lambda Functions using Outer Variables (LMFV)
« Number of Lambda Functions using Local Variables (LMLV)
« Number of Lambda Functions with Side Effects (LSE)



2.4. Static Code Analysis

As mentioned in Section 1, the quality of source code can be measured using a technique called
static code analysis. Static code analysis is a way to automatically examine a source code
without executing the program it describes [26]. There are several data structures that can be
used to aid static code analysis [27]. In our research, we focus on source code, abstract syntax
trees and control flow graphs. The preferred data structure of each metric is visualised in Table
1. The metrics described in Section 2.3 can be extracted using the techniques described in the
following sections.

2.4.1. Source Code

Source code is human-readable text that defines a set of instructions for what a software program
can do. Our definition of source code includes all physical lines of code, which entails lines of
logical code, comments and blank lines [28]. All of these lines provide structure and domain-
specific context to a user who want to understand that source code, while only executable lines
of code will be compiled.

Source code is translated by a compiler to transform these human-readable instructions into
executable machine code. The first step of the compiler is lexical analysis (i.e. scanning), where
the stream of characters from a source code is read and a lexical token stream is created. These
tokens are stored in a symbol table in the format <token-name, attribute-value>. This
token stream is used as input for syntax analysis (i.e. parsing), where a concrete syntax tree
(CST) (i.e. parse tree) is created that depicts the grammatical structure of the token stream. This
CST is used for semantic analysis to create an AST, which we will cover in Section 2.4.2. After
all analyses phases are completed, machine-executable code is generated. This complex process
often includes code optimisation to make the source code more efficient for the machine to
execute [27, 29].

2.4.2. Abstract Syntax Tree

An abstract syntax tree (AST) is a tree representation of the abstract syntactic structure of a
source code. During semantic analysis, an AST is created from a CST and its corresponding
symbol table. Semantic analysis is used to check if the source code is semantically consistent
with its language definition (i.e. grammar) [29].

2.4.3. Control Flow Graph

A control flow graph (CFG) is a way in which the flow of a software program can be represented.
It is a graph-based representation of control flow relationships within a software program. The
technique was created by Frances E. Allen in 1970 [30]. It is a widely used technique for static
analysis of a program as it can accurately describe the flow of (a part of) a program.

2.4.4. Metric Mapping

In Section 2.3, we covered the code quality metrics. With the data structures covered in the
previous subsections, we have an approach to measure them. To provide an overview of the



preferred choice of a data structure to measure a metric, we have created Table 1.

While it is possible to calculate some metrics with multiple data structures, we have chosen
to show only our preferred choice of data structure for each metric. Some of these metrics do
require multiple data structures to measure a result. E.g., SLOL requires the domain knowledge
retrieved from the AST to extract lambda functions and the source code to count lines of code.
When it is known which data structure is required for a metric, it can easily be used in a code
quality assurance framework.

Table 1
Metric Data Structure Mapping

Abstract Syntax Tree Control Flow Graph | Source Code
Generic | CC SLOC, CD
ooP WMC, NAC, NDC, CBO, RFC, LCOM
FP PSIZ, NPVS SCCS, PATH
MP LC, SLOL", LSc*, LMFV, LMLV, LSE SLOL*, LSc*

*Requires combined measurement technique

2.5. Models and Transformations

For a framework that aims to analyse MP languages in a language-agnostic manner, we can use
model-driven engineering (MDE) to generalise these MP languages into one analysable model.

Models are abstractions from phenomena in the real world. Programming languages can
also be modelled. Metamodels can abstract away from language-dependent syntax to create an
overarching model (i.e., modelling a programming paradigm). A metamodel is merely a higher
form of abstraction from a model, a blueprint of what the model itself should conform to [31].

To transform a model to another model, model-to-model transformation can be used. This type
of transformation provides a mapping between a source and target model. The transformation is
defined upon the metamodels of the respective models on which the transformation is performed.
Therefore, with several transformations, the model of one MP language can be transformed to a
model of another MP language [31].

We argue that MDE can give us an advantage by being able to transform any MP language
into one abstract model, using transformations. Due to the rapid updates of programming
languages, we argue that the MDE approach will also give us the ability to quickly adapt to
changes and include new versions of programming languages.

3. Related Work

To measure the maintainability of source code, the Software Improvement Group (SIG) has
designed the language-agnostic SIG Maintainability Model [21]. This model measures all sub-
characteristics of maintainability by mapping them to language-agnostic source code metrics.
Using this mapping, they determine the overall maintainability of a source code.



To apply source code analysis, it is useful to use an AST or CFG. There are other tools that
can help for specific languages, such as srcML. srcML is an XML format for the representation
of C/C++/Java source code that wraps source code with information from the AST into a
single XML document. It can be used to perform scalable lightweight fact-extraction and
transformation since other XML tools can be used once it is in the XML form (e.g., XPath and
XSLT) [32]. Another tool for source code analysis is the meta-programming language Rascal
[33]. It can be used for extracting metrics from programming languages and is extendable with
libraries like M3 [34, 35]. The M3 model is a simple and extensible language-agnostic model for
capturing facts about source code for future analysis [34].

With regards to multi-paradigm modelling, Owens [36] describes an extension of GASTM for
the FP paradigm. Functional operations on lists, lambda functions and support for container-less
list of functions and constants are included in the extension. Merging the FP paradigm within
the metamodel will allow a broader set of metrics to be analysed.

4. Proposed Approach

Programming languages have improved over the years and have added a vast amount of new
features. Due to the number of supported features and the fast pace of new developments in
MP languages, it is reasonable to create a language-agnostic code quality assurance framework
based on an iterative approach.

A code quality assurance framework that can apply to more than one multi-paradigm pro-
gramming language has many requirements. It is important to find out what constructs are
present in MP languages to be able to abstract from language-specific implementations. With
extensive knowledge of MP languages and their constructs, we can select the quality character-
istics for our quality assurance framework. With these characteristics known, we can discover
what is required to measure them.

With the metrics and their requirements, we can research how we can use static code analysis
techniques for our framework. It is essential to know what metrics can be used on an AST, which
metrics require the CFG and which metrics require plain source code. A category mapping of
the metrics has been shown in Table 1.

Figure 1 describes the key points in the flow of the quality assurance framework. Every
MP language has their own grammar and way of representing MP concepts. Therefore, every
language will require their own tooling to transform the source code to its language specific AST.
Another transformation is required for transforming the language AST (L-AST) to a generic AST
(G-AST). This transformation maps the relations between the two AST models. To calculate all
metrics in the G-AST, we must know what parts of the AST are required for every individual
metric. When this is known, the code quality metrics can be extracted.

With the extracted metrics, we can evaluate how the framework performs in comparison to
language-specific analyses to determine the feasibility of a language-agnostic quality assurance
framework.
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Figure 1: Quality Assurance Framework Flow for any MP language

4.1. Research Questions
While the key points of the framework were captured in Figure 1, much of the details are to be

researched. Therefore, our main research question is:

RQ1: To what extent can a language-agnostic code quality assurance framework be
designed for multi-paradigm languages?

RQ1.1: What are the constructs of multi-paradigm programming languages?
RQ1.2: Which code quality characteristics must the framework capture, and how?

RQ1.3: How can we use static code analysis techniques to measure our selected metrics
in a language-agnostic multi-paradigm manner?

RQ1.4: To what extent can language-specific context be preserved within this frame-
work?

RQ1.5: How does this framework perform in comparison to language-specific analyses?

5. Discussion

In this section, we speculate about possible obstacles that could impede the effectiveness of our
framework design.

One of the goals of the proposed framework is to minimise the amount of effort needed to de-
velop tools in the future. The amount of effort that is required to create a specific transformation
from a MP language to the generic model is unknown. If the creation of such transformations
requires more time than using a language-specific tool, it might defeat the purpose of this



framework.

Besides effort, validity and accuracy is a major concern. The transformation of a specific
MP language to the generic model might lead to many details about the context getting lost in
translation. This will affect the validity and accuracy of the framework.

Every language is designed in a slightly different way and has users that each incorporate
certain paradigms in a different way. One can argue that generalising MP languages as being
equal is not reliable for every specific language. Therefore, comparison with benchmark data of
specific languages will be necessary.

6. Conclusion

The combination of OOP with FP allows developers to be more expressive in their practice but
it can also be a pitfall. Code quality assurance can help monitor the well-being of a source code.
For multi-paradigm languages, it is important to capture the code quality with the combination
of OOP and FP. We have shown an approach for the design of a multi-paradigm code quality
assurance framework. It transforms MP languages into a generic model. This generic model is
used to extract metrics. The metrics need only to be implemented on the generic model, thereby
possibly reducing the amount of effort needed to measure the code quality of any MP language.
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